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Abstract​: Using the concept of a binary tree, in which each item [node]  at every level, points to 

two (or more) items at a lower level, each item in the dictionary tree, points to 26 more nodes, 

each one with the capability to hold a different letter. Effectively, each node would point to an 

array of 26 additional nodes, all initially set to null. The project will test the idea that by sharing 

repetitive information (such as initial letters of words starting with the same sequence of letters) 

between items, in a tree data structure memory can be saved effectively and efficiently. 

In the designed data structure, the first letter will be a neutral one, such that no word 

contains (‘_’). The root (the neutral, uppermost node in the tree), will points to an array of 26 

additional nodes, each holding a letter and pointing to another array of 26 letters [nodes], and so 

on. The end of each inserted word will be marked by the letter at which the word’s definition is 

stored. In other words, each node can hold a letter and a definition. If the node holds a definition 

that is not null, hence it is the end of the word, and the path of letters pointing to each other until 

that node, create an inserted word. 

At the beginning of the runtime, the user will be prompted to choose either to insert a 

word, display a word’s definition, or to remove a word, where each method is done recursively. 

Inserting a word using an initial sequence of letters already used will take advantage of this data 

structure, saving the space and memory of storing additional nodes. For example, if the word 

‘war’ is in the dictionary and the user inserts the word ‘warning’ the three first letters [nodes] 



and their memories will be the same memory as the ‘war’ item, allowing the system to save the 

memory of three nodes for the new word. Each new word’s end is marked with a definition. 

In a case where the long word with the repeated sequence is inserted first, the program 

will not create any new memory, rather will just store the definition of the new word (‘war’ in 

this case) in the last letter’s node of that word. The concept of removing a word acts upon the 

same concept pf removing letters only if necessary, and to save space and action, removing only 

the necessary definition at specific places at the right scenarios. Each one method uses the 

‘check’ function to validate and disprove the existence of a word or sequence of letters. 
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